**Week 16: Graph**

**Aim:** Implement the following Traversals on the given Graph.

[a] BFS

**Program:**

#include <iostream>

#include <queue>

#include <vector>

using namespace std;

const int MAXN = 100; // maximum number of nodes

vector<int> adj[MAXN]; // adjacency list of graph

bool vis[MAXN]; // visited array to keep track of which nodes have been visited

void bfs(int startNode) {

queue<int> q;

q.push(startNode);

vis[startNode] = true;

while (!q.empty()) {

int currNode = q.front();

q.pop();

cout << currNode << " ";

for (int i = 0; i < adj[currNode].size(); i++) {

int nextNode = adj[currNode][i];

if (!vis[nextNode]) {

q.push(nextNode);

vis[nextNode] = true;

}

}

}

}

int main() {

// initialize graph

adj[0].push\_back(1);

adj[0].push\_back(2);

adj[1].push\_back(2);

adj[2].push\_back(0);

adj[2].push\_back(3);

adj[3].push\_back(3);

// run bfs from node 2

bfs(2);

return 0;

}

**Input & Output:**

**![](data:image/png;base64,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)**

[b] DFS

**Program:**

#include <iostream>

#include <stack>

#include <vector>

using namespace std;

const int MAXN = 100; // maximum number of nodes

vector<int> adj[MAXN]; // adjacency list representation

bool visited[MAXN]; // keep track of visited nodes

void dfs(int start) {

stack<int> st;

st.push(start);

while (!st.empty()) {

int node = st.top();

st.pop();

if (visited[node]) continue; // already visited

visited[node] = true;

cout << "Visited node " << node << endl;

for (int i = 0; i < adj[node].size(); i++) {

int neighbor = adj[node][i];

if (!visited[neighbor]) {

st.push(neighbor);

cout << " Visit edge (" << node << ", " << neighbor << ")" << endl;

}

}

}

}

int main() {

// create a graph

adj[0].push\_back(1);

adj[0].push\_back(2);

adj[1].push\_back(2);

adj[2].push\_back(0);

adj[2].push\_back(3);

adj[3].push\_back(3);

// start DFS from node 2

dfs(2);

return 0;

}

**Input & Output:**

**![](data:image/png;base64,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)**

**Conclusion:**

We studied about Graph. A graph is a non-linear kind of data structure made up of nodes or vertices and edges. The edges connect any two nodes in the graph, and the nodes are also known as vertices. BFS is a traversal technique in which all the nodes of the same level are explored first, and then we move to the next level. DFS is also a traversal technique in which traversal is started from the root node and explore the nodes as far as possible until we reach the node that has no unvisited adjacent nodes.